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Abstract. Machine learning (ML) has improved dramatically over the
last decade. ML models have become a fundamental part of intelligent
software systems, many of which are safety-critical. Since ML models
have complex lifecycles, they require dedicated methods and tools, such
as pipeline automation or experiment management. Unfortunately, the
current state of the art is model-centric, disregarding the challenges
of engineering systems with multiple ML models that need to inter-
act to realize complex functionality. Consider, for instance, robotics or
autonomous driving systems, where perception architectures can eas-
ily incorporate more than 30 ML models. Developing such multi-ML
model systems requires architectures that can integrate and chain ML
components. Maintaining and evolving them requires tackling the com-
binatorial explosion when re-training ML components, often exploring
different (hyper-)parameters, features, training algorithms, or other ML
artifacts. Addressing these problems requires systems-centric methods
and tools. In this work, we discuss characteristics of multi-ML-model
systems and challenges of engineering them. Inspired by such systems in
the autonomous driving domain, our focus is on experiment-management
tooling, which supports tracking and reasoning about the training pro-
cess for ML models. Our analysis reveals their concepts, but also their
limitations when engineering multi-ML-model systems, especially due to
their model-centric focus. We discuss possible integration patterns and
ML training to facilitate the effective and efficient development, mainte-
nance, and evolution of multi-ML-model systems. Furthermore, we de-
scribe real-world multi-ML-model systems, providing early results from
identifying and analyzing open-source systems from GitHub.

Keywords: ML-Enabled Systems · ML Asset Management · ML Train-
ing · Maintenance · Evolution.

1 Introduction

Many recent advances in artificial intelligence (AI) allow building software sys-
tems for tasks that seemed impossible before. Especially machine learning (ML)
has been the driving force behind these advances. Consider the field of au-
tonomous driving, which benefited greatly from these advances. Modern au-
tonomous driving systems use AI in a variety of ways. For instance, AI perceives
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traffic lights, detects lanes, helps avoid obstacles on the road, and predicts traf-
fic. Modern software systems can have many AI components, up to a whopping
number of 28 ML models in the autonomous driving system Baidu Apollo [27,
4]. Since fully autonomous driving is still far away according to experts [12, 22],
software systems incorporating even more ML models in different topologies and
architectures can be expected.

Integrating one or many models in software systems poses new software-
engineering challenges, since ML models differ significantly from traditional soft-
ware artifacts. Models are developed (i.e., trained) highly iteratively based on
data—the respective data-science methods and tools are entirely model-centric
and data-driven. Traditional software-engineering methods and tools have not
been designed for these circumstances [18]. This challenges managing different
models in ML-enabled software systems, especially integrating the models and
quality-assuring them. Training the models in such multi-ML-model systems
gives rise to combinatorial explosion due to interactions [2], also since the models
themselves are trained highly iteratively in so-called experiments. As such, man-
aging many different models [16] requires managing many different experiments.

The integration of multiple ML models poses novel challenges, particularly for
safety-critical systems. Consider again autonomous driving. Spectacular attacks—
such as hackers being able to steer a Tesla into oncoming traffic using an attack as
simple as putting some white stickers on the road [19]—illustrate the limitations
in properly applying traditional software-engineering technologies in real, safety-
critical systems [8]. Such systems typically use various sensors to perceive their
environment and process the captured data using ML models to make safety-
critical decisions. Each model used in such a system is trained for a specific task,
such as detecting the road markings in a camera image. The performance of
the final system however, does not depend on a single model, but on multiple,
potentially interacting models and non-ML parts, each of which is potentially
the weakest link in the chain. Furthermore, in practice, models are likely to be
exposed to inputs that were not considered during training, raising the risk of in-
cidents. To this end, it is unclear how we can systematically improve the overall
performance and robustness of such AI-enabled systems [30].

Addressing these challenges requires novel system-centric methods that go
beyond the model-centric methods from data science, which focus on individual
ML models in isolation. We need best practices on how to integrate multiple
ML models and how to decide which combination of models to improve (e.g., by
retraining) to improve the overall system performance. Such methods need to
support managing the necessary ML experiments, integrate them into a system-
centric workflow, and consider the benefits to the whole system when training
certain combinations of ML models.

As a first step towards such a system-centric method, we investigate the in-
teraction between multiple ML models in AI-enabled systems. We discuss their
characteristics and derive possible training patterns for system-centric training
of ML models. These training patterns allow not only to consider the overall
system performance as an essential aspect while training ML models, but also
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to consider the interactions between ML models while training them. We dis-
cuss these training patterns, their potential benefits, but also their limitations in
detail using the example of an autonomous racing car as described above. To en-
able the transfer to any AI-enabled system, we performed an exploratory survey
on open-source software systems from GitHub, in which we identified different
integration patterns for ML models. For each of these integration patterns, we
relate the identified training patterns to them. We derive open challenges from
our discussions and conclude with a research agenda.

2 Background

Before discussing how we can evolve from a model-centric to a system-centric
development process, we provide an overview of current practices in ML model
development and challenges discussed in the field of AI engineering.

To illustrate these challenges our running example is a Formula Student
autonomous race car [1, 33]. It is similar to full-featured autonomous driving
systems, such as Baidu Apollo. These race cars have to drive on a track marked
by yellow and blue cones, so they do not have to deal with all the complexities of
real traffic. However, such a race car still uses various sensors, such as cameras
and LiDAR to perceive the track. These sensor information process is using
multiple ML models [10]. Typically, the outputs of these models are fused into a
world representation that the car can use to make driving decisions. Currently,
each of the individual models is trained in isolation for a specific task, such as
detecting the cones in the camera images.

2.1 Machine Learning

Recall that, machine Learning (ML) approximates a function from data, the so-
called ML model. There are several subcategories of ML that differ in how said
pattern or function is learned. For example, in supervised learning, a model is
trained from a dataset that consists of input data and a set of labels on that
data from which the ML model is approximated. The ML model can then make
predictions about the labels of unseen input data [21].

ML Model

backward pass

forward pass
Compute Loss

Update

Input Output

Fig. 1: High-level view on the steps of training an ML model
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ML models are approximated iteratively from a set of training data in a
process called ML model training that is realized in so-called experiments [21].
As shown in Figure 1, a training algorithm is implemented as a training loop
that consists of the following steps. First, in a so-called forward pass, the current
configuration of the ML model is used to compute the output (i.e., the labels)
on a batch of the training dataset. Then, the deviation of the computed output
from the expected output (i.e., labels in the dataset), called the loss, is computed.
The loss is then used to update the model in a backward pass, with the goal of
iteratively optimizing the ML model towards the function to be approximated.
This training is repeated until an acceptable loss is achieved, i.e., a sufficiently
low rate of false positive and false negative outputs.

In practice, models are trained in so-called experiments. An experiment con-
sists of multiple runs where every run optimizes a model with differing sets of
parameters. The resulting models from each of the runs are compared until a
final model is selected to be used. Managing and comparing different experiment
runs is a significant development effort and requires tools, called experimentation
management tools, to adequately support it [16, 17, 14].

2.2 ML Frameworks

It is common to rely on ML frameworks to create and train ML models [31].
For this purpose, these frameworks provide a variety of support, ranging from
implementing the most basic algorithms to providing fully functional ML models.

While frameworks such as PyTorch [28] and TensorFlow provide developers
with the means to train ML models by providing implementations of common
algorithms used in ML, the developer still needs to do a fair amount of devel-
opment to create a working ML model. In contrast, Keras [9] is a high-level
framework based on TensorFlow that allows easy implementation of ML models
without too much background knowledge.

Fig. 2: Cones detected by an image-based perception model
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Other frameworks provide pre-trained models and code to run them for spe-
cific tasks. For example, in autonomous driving, an essential task is to detect
objects in the environment, such as the blue and yellow cones in the Formula Stu-
dent example. An example of such a framework that focuses on efficiently imple-
menting the task of object detection in images is YOLO [29]. Figure 2 shows an
example of the output of such a YOLOv5 ML model for an indoor track oriented
on the Formula Student. The objects—i.e., the cones—are detected in the form
of bounding boxes that define the area in the image occupied by the detected
objects. Usually, pre-trained models such as YOLO have to be trained on the con-
crete data and labels, e.g., the bounding boxes, that they are supposed to detect.
In this case, we trained YOLO version 5 (YOLOv5) [29, 20] to detect the cones.

2.3 Development of ML-enabled Systems

The development of traditional software and training of ML models is very dif-
ferent. In traditional software system development functionality is programmed
by hand and features are linked closely to the code. When training ML models
their code is visible while the internals of ML models which realize the function-
ality are merely black boxes. ML model training is an iterative process that goes
through different stages, including requirements analysis, data-oriented work,
model-oriented work, and the DevOps phase. Several tools support the different
phases of ML model development, including asset and experiment management
[16, 17]. However, integrating the training of ML models with system develop-
ment has been identified as a challenge among researchers [5, 3]. Especially the
integration of a ML model into a systems environment is often difficult [24].

In particular, the quality of the training data is essential in ML develop-
ment [24]. If the training data is not properly prepared, the training algorithm
may not learn the correct pattern and make incorrect predictions on new, unseen
data. Especially in safety-critical domains such as autonomous driving, where
the system is frequently exposed to new inputs and new data, the development
of robust ML models is critical [19].

2.4 ML Techniques using Multi-ML-Model Systems

Multiple ML models in a system have been considered in related work, but
with a focus on the robustness of a single task implemented using ML. The two
techniques that come to mind are Ensemble Learning and Federated Learning.

Ensemble Learning is a technique based on multiple ML models to obtain
classifications that are more robust than those of single ML models [34]. The
basic strategy is to train multiple classifiers, possibly using different configura-
tions or frameworks, on the same problem and determine a final output using
the outputs of all classifiers. While ensemble learning also uses multiple ML
models, the main difference with multi-ML-model systems as we consider them
is that multi-ML-model systems use multiple ML models to solve different and
sometimes independent problems.
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Federated Learning is a technique for decentralized training of ML models.
Users or clients (i.e., mobile devices) train the ML model themselves with their
own data. The individually trained models are then aggregated into a new model,
on which training is then continued in a distributed fashion. Particularly relevant
in the context of our running example of a race car is research on the benefits of
federated learning for ML-based object recognition, especially how Yolov5 (cf.
Sec. 2.2) can be implemented or even improved [11].

3 Integration of ML models in ML-Enabled Systems

Multi-ML-model systems are ML-enabled systems that incorporate more than
one ML model. While ML-enabled systems are on the rise in a variety of do-
mains, multi-ML-model systems are often found in safety-critical domains such
as autonomous driving. Systems that integrate ML models pose new challenges
for developers. Bosch et al. discuss challenges related to processes and workflows
and outline a research agenda that includes the architecture, development and
processes involved in AI engineering and also highlight domain-specific challenges
[5]. Nazir et al. present insights on challenges related to the design and discuss
different architectural patterns in engineering ML-enabled systems [25]. Lastly,
Apel et al. discuss the issue of unexpected interactions of ML models when they
are being reassembled after an initial decomposition of a complex task and the
resulting integration testing [2]. Altogether, there is a need to obtain a better
understanding of multi-ML-model systems.

3.1 Examples from the Autonomous Driving Domain

Baidu Apollo [4] is a real-world example of a multi-ML-model system from the
domain of autonomous driving. A case study showed that the Apollo perception
and prediction pipeline consists of 28 ML models [27]. For presentation purposes,
however, we use a less complex running example: an autonomous Formula Stu-
dent race car. Like the full-fledged autonomous driving system Baidu Apollo,
the race car drives autonomously in its environment, but the latter is less com-
plex, and therefore, requires fewer sensors and less ML models to process the
sensor readings. In the remainder, we mainly focus on the ML-based perception
architecture of our race car example.

Similar to Baidu Apollo, the autonomous race car uses a camera and a LiDAR
to perceive its environment, i.e., the race track. For this task, it uses the YOLO
model introduced above to detect cones that mark the race track in the camera
images. Figure 3 shows a sketch of the race car’s perception architecture. Sensor
data flows from left to right, with the system receiving two inputs, Images and
LiDAR scans, which are processed independently of each other using ML models.
Later, the data is fused in a sensor fusion, as shown further to the right, resulting
in the detected cone positions and corresponding cone labels, i.e., their colors,
as the pipeline output.
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Fig. 3: ML-components of the running example

To train and manage the individual ML models, we used the open-source
experiment-management tool MLFlow, which provides a Python API to log var-
ious metrics, which measure the models performance (i.e., recall or loss), during
the training process. The results are stored and can be visualized using the
MLFlow web interface. MLFlow is model-centric and does not support manag-
ing multiple ML models in systems, however. As we will show, this tool helps to
keep track of individual training iterations of single models, it does not help to
improve the overall system.

3.2 Integration Patterns of Multiple ML Models

The perception architecture of the race car illustrates a multi-ML model-system
that integrates two ML models that process different inputs by merging their
outputs. However, it is not representative of all AI-enabled systems employing
multiple ML models, and it is unclear in what other ways ML models can be
integrated. In the remainder, we will refer to the ways in which multiple ML
models are integrated as integration patterns.

To obtain a broader overview of how ML models are integrated in prac-
tice, we searched on GitHub for repositories that use one of the three major
ML libraries TensorFlow, PyTorch, and Scikit-learn [31]. We obtained an initial
sample of 763,820 repositories from which we extracted 359 applications by a
series of automated filtering steps followed by a manual review of the remaining
repositories. Roughly 40% of these systems use more than one ML library. A list
of these repositories and the data collected about them is available on GitHub.3

To identify the systems that use multiple ML models, we analyzed how many
trained models are stored in binary files in the repositories. However, only few
repositories (17%) contained such model files. We learned that in practice, ML
models are often stored externally and have to be manually downloaded from
platforms such as Google Drive. However, we also observed systems that auto-
matically download the ML models from a server. In most cases, however, cus-
tom code for training ML models is provided with the system instead of already
trained models. Of those projects that store their model files in the repository,
a median of 2 and an average of 5 ML models can be found.
3 https://github.com/isselab/ML-Systems-Datasets
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Although most repositories include training code for their models, the train-
ing of individual models appears to be independent of each other. Therefore, we
focused our further analysis on the concrete implementations of the ML mod-
els and their integration. Source code belonging to model implementations was
found in almost all subject applications, although the number of model imple-
mentations varied greatly.

ModelModel

(a) Sequential

Model

Model

Model

(b) Joining parallel

Model

Model

Model

(c) Forking parallel

Fig. 4: ML integration patterns observed in multi-ML model systems

We manually examined a sample of these systems, focusing on their inte-
gration of multiple ML models. We identified the three underlying integration
patterns for interacting ML models shown in Fig. 4.
Sequential: This integration pattern describes an integration of ML models in

which one model processes the output of another one, potentially, including
additional information (Fig. 4a).

Joining parallel: Following this integration pattern, two or more models are
deployed in parallel, and their outputs are merged either by a traditional
component or another ML model (Fig. 4b). Our running example represents
a system that implements this integration pattern.

Forking parallel: As shown in Fig. 4c, we found parallel models, that process
the output of another ML model. While this third pattern could be seen
as two overlapping sequential patterns, it comes with particular challenges
when considering training on a system-level scope as outlined above.

An example of the forking parallel deployment pattern is a system that de-
tects traffic lights and road signs for autonomous driving, which we found on
GitHub.4 The detection is implemented in two steps and involves three differ-
ent ML libraries. In a first step, a YOLOv5 model is used to detect bounding
boxes around potential objects of interest. Thereafter, the forking happens and
different models are applied in parallel for classifying these objects of interest.
A Scikit-learn model is used to detect traffic lights and their state, and a Ten-
sorFlow model created using Keras is used to classify road signs.

4 Training Patterns for Multi-ML Model Systems
In this section, we discuss the interaction of ML models in multi-ML-model sys-
tems and possible training patterns for improving the training of such multiple,
4 https://github.com/JeffWang0325/Image-Identification-for-Self-Driving-Cars
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interacting ML models. When considering the training of AI-enabled systems
consisting of multiple ML models that are integrated with each other, such as
the perception pipeline of our race car example, one can try to improve the
training efficiency and effectiveness by not considering the different models in-
dependently. The idea is to make the training process more effective and more fo-
cused on the actual output of the system. This mainly concerns how the training
process is structured and implemented, and what datasets need to be managed.

4.1 ML Model Interactions

To begin with, we will discuss interactions between ML models in our running
example to identify potentials for improving their training. Usually, the indi-
vidual models of our race car example would be trained in isolation and only
thereafter be considered in combination in traditional software engineering tasks
such as system design or quality assurance. If each of the included ML models
is trained individually, as it is currently the case, we need two training datasets
that consist of different data. First, we need images from the camera that are
labeled with cones, as described in detail above. Here, each label is specified by
five data points, first the color of the cone, which is encoded as the class of the
bounding box, and the bounding box itself, which is described by four numeric
values (x_center, y_center, width, and height). Second, we need LiDAR scans,
again manually annotated with labels representing cones. In our case, each Li-
DAR scan is a 1D vector of distance measurements, and the cones are encoded
by labeling each distance measurement as belonging to a cone or not. In total,
cones have to be labeled in two datasets with six different values for each cone.

Not only is it a substantial effort to create the two required datasets, but
by training in this way we are trying to optimize each of the models to its best
performance in isolation. However, it is unclear how this affects the final output
of the system. There are two factors to consider.

System performance: Although each model may performs optimally in iso-
lation, we have no guarantee that the final output of the system will meet
the performance requirements of the system, i.e., in terms of precision and
recall of the cone detection needed by the race car for autonomous driving.
Therefore, we need additional test cases to evaluate whether the performance
requirements are met. However, if these are not met, it is not clear which
model needs to be improved to meet the performance requirements.
On the other hand, for optimal system performance, it may not be necessary
for each model to perform optimally in isolation. For example, in our case,
we have precise positions for each cone in the LiDAR scans, and as long as
the sensor fusion operates properly, it may not be necessary to optimize the
sizes and positions of the bounding boxes for maximum accuracy. Also, false
positives may not be a significant issue in the outlined application, since
cones not detected by either ML model will not be included in the final
output, while false positives can simply be discarded in the sensor fusion.
Therefore, it would be beneficial to prioritize recall over precision in training.
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While such considerations are obvious in our simplified example, they may
not be in more complex systems.

Training cost: Building up on the considerations above, if we do not need
optimal performance of the individual ML models, we could even reduce
the effort needed for training and only fit the ML models until they reach
the required performance. Unfortunately, however, we are not aware of any
systematic way to determine this threshold upfront and one has to fall back
to systematic and extensive integration tests.

According to the above considerations, it would be beneficial to train both
models not against their individual outputs, but against the overall output of the
system. First, it allows for a better integration of the two models as described
above. Second, it could even help to reduce the maintenance effort of the required
datasets. While in the isolated training of the models against their individual
outputs we need two datasets described by six values together, we can reduce this
to a single dataset if we would train against the final system output. Furthermore,
in our running example, we could even describe the cones in this dataset by only
three values, the x and y positions of the detected cones, and labels representing
their colors. These three values are even easy to measure.

4.2 Training Patterns

In the following, we introduce training patterns that allow for a system centric
training of the ML models. Based on the structure of the perception pipeline of
our running example, we have identified four different training patterns for train-
ing multi-ML-model systems. We briefly describe each training pattern and what
data is used where in the training process of our running example. Thereafter,
we discuss the application to the other identified integration patterns.

Figure 5 shows in detail how the ML models of our running example are
integrated and interact during training, and which data is relevant in which
step of these interactions. The dashed lines represent the backward pass of the
training, where data is propagated back through the system. First, according to
the right part of the backward pass highlighted in red, the system output is first
used to compute the loss of the pipeline, which we call the end loss. Then, the
blue part at the top of the figure and the green part at the bottom show how the
loss is traced back to each of the ML models, which are then updated. We can
compute a deviation from expected outputs and predicted outputs, similar to a
typical training algorithm. The figure also shows how the end loss is propagated
back through the system. It consists of a combination of the error in predicting
the position and color of the cones.

Our four identified training patterns are:

Individual Model Training: This training pattern represents the state of the
art, where each ML model is optimized independently of its integration into
the system. It is useful for ML models that are used as stand-alone models,
such as the model used in the YOLO library. However, when the model is
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Fig. 5: Interactions among the ML models in our running example. (blue lines:
update of ML model 1 / Yolov5 using loss 1; green lines: update of ML model 2
/ CNN using loss 2; red lines: back propagation of the end loss)

integrated into the system, it may not be necessary to fine-tune every aspect.
For example, in the case of the YOLOv5 model integrated into our race car,
the training optimizes the position of the bounding boxes as well as the
labeling. In this case, the exact position of the bounding box on the image
data does not affect the overall system performance because the exact cone
position is determined based on the more accurate LiDAR measurements.

Partial End-Loss Training: This training pattern puts a single ML model
into the context of the system during training. It differs from the state of
the art by considering its integration into a system. The idea is that instead
of updating the ML model based on its direct output, as we did in Individual
End Loss Training, we will follow the data through the system, compute the
end loss and use this to update the model. This means that any software
components used for pre- or post-processing must be integrated into the
training algorithm. In our example, this would mean that the data would
be fed into the system and processed by both ML models. After sensor
fusion, the final result is used to update the LiDAR model, which is indicated
by the backward pass consisting of the red and green markers in Fig. 5.
Alternatively, we could also update the Yolov5 model in this way.

Simultaneous End-Loss Training: This training pattern extends the previ-
ous training pattern to include all ML models in the system. This means
that all ML models are trained in the context of the system. The training
infrastructure is the same as in the previous training pattern. The difference
is that now all ML models are updated using this end loss. In each training
iteration, data is passed through the system and processed by the ML mod-
els. The data is then further processed and the final result is used to update
the models using the backward pass through the system. In Figure 5, we
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update Yolov5 by following the red and the blue arrows and we update the
CNN by following the red and the green arrows.

Alternating End-Loss Training: This training pattern is a modification of
the previous training pattern. Instead of updating all ML models in each
training iteration, we will update only one ML model. This variation reduces
the computation time in each steps and allows for better traceability between
the improvement in the end loss and model update.
The idea is that in some cases, one of the ML models will perform quite
well, while the other will not. In our example, the end loss includes different
features, such as the position and color of the cones. At least in our example,
each of these features can be traced back to a different ML model. If the
position of the cone is predicted incorrectly but the color is correct, it may
make more sense to update the LiDAR ML model instead of the Yolov5
model. For reference, in Figure 5, we would follow the red arrows and then
either the blue or green arrows, alternating the two updates.

Until now, we only considered our running example that implements a joining
parallel integration of multiple ML models. In our investigation of multi-ML
model systems at GitHub however, we also identified sequential and forking
parallel ML model integration patterns. Like in our running example, the overall
system performance of these systems depends on the interaction of the different
ML models. For example, in the system that classifies traffic lights and road
signs using models deployed following the forking parallel integration pattern, a
traffic light or road sign that is missed by the first model, cannot be recovered
by the subsequent models executed in parallel, but they can discard potential
objects that are not traffic lights or road signs. Therefore, to improve safety, the
first model should be trained mainly targeting a high recall or as proposed by us
immediately concerning the overall system output. While these considerations
are obvious for this example, they may be challenging for different application
scenarios or more complicated tasks.

Since the sequential integration pattern can be seen as a subset of the dis-
cussed joining parallel integration pattern, the training patterns outlined for the
joining parallel pattern can be applied without changes to train multiple ML
models that are integrated sequentially. However, when ML models are inte-
grated following the forking parallel integration pattern, the output of the first
model is processed by multiple subsequent models, and therefore, the training
patterns outlined above cannot be applied immediately to this integration pat-
tern. In principal, the alternating end loss training could be applied and the
training process iterates through all subsequent models. While this might work
sufficiently well for an initial training, it would imply a huge effort if only one of
the subsequent models does not perform well. Furthermore, since the first model
would go through much more training iterations than the subsequent models,
this may will lead to over fitting. Alternatively, we would need for example a
loss function that can merge the outputs of all subsequent models for training
the preceding model. However, this would still not solve the issue of only op-
timizing one of the subsequent models while not impacting the other ones. To
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overcome this issue, one could fall back to performing multiple experiments again
for the contained sequential patterns and, thereafter, use federated learning [35]
for merging the multiple, individually trained, models of the forking parallel
pattern into one that fits the needs of all subsequent models.

5 Research Directions

The detailed challenges outlined above give rise to the following research direc-
tions. We focus on the actual implementation of multi-ML systems intended to
operate in safety-critical domains, such as autonomous driving.

5.1 Research Challenges

We now summarize the challenges we identified and concrete research directions.

Challenge 1: Integrating multiple ML models into an AI-enabled system.
In our preliminary study of multi-ML-model systems on GitHub, we have
identified underlying patterns for integrating multiple ML models into an AI-
enabled system, but it is unclear whether the identified list is complete. Fur-
thermore, best practices on how to actually realize these integration patterns
as well as what are the advantages and disadvantages of concrete integration
patterns are not systematically captured, yet. To effectively implement multi-
ML model systems, developers need such best practices for integrating the
multiple models with each other.
Challenge 2: Robustness of AI-enabled systems against adversarial input.
Many AI-enabled systems operate in critical domains where it is essential
to ensure their robustness against adversarial inputs to avoid dangerous be-
haviors such as steering into oncoming traffic [19]. While securing a system
against adversaries is a well-known challenge [23, 26, 32], it becomes even more
challenging due to the black box behavior of ML models [13]. Individual pat-
terns, such as redundancy, have proven effective in improving robustness to
adversarial input. However, we lack a systematic overview of such patterns
as well as general techniques and processes for improving the robustness of
AI-enabled systems. In particular, it is unclear how optimized training and
data management help improve the robustness of AI-enabled systems.
Challenge 3: Managing experiments in multi-ML model systems.
As discussed above, following the current state of practice in developing AI-
enabled systems, one creates one training dataset per ML model and manages
its experiments individually. However, the integration of multiple ML models
leads to many interactions that need to be considered in the experiments.
In practice, we have many training datasets that may be related, such as
LiDAR data and camera images of the cones in our running example. It is
unclear if and how this relationship needs to be reflected in the experiments.
Furthermore, these interactions lead to significant scalability issues, since in
the worst case we have to consider the cross product of all experiment runs
for all ML models.
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Challenge 4: Training ML models on a system-wide scope.
Although ML models can be an important part of an AI-enabled system, they
are not an end in themselves. Instead, requirements always target concrete
functionalities of a system, and ML models are only one technical solution
to realize such functionalities. As discussed above, in many systems it is nec-
essary to integrate multiple ML models, but training is still done on the
basis of individual models against unclear internal requirements. Therefore,
training should be shifted from a model-centric to a system-centric scope.
Despite the outline of concrete training patterns that aim at this goal, how
to actually achieve it remains an open challenge. This includes how each ML
model influences the overall system performance, and how each ML model
should be updated from a system perspective, particularly how to calculate
a meaningful loss for each model.

Challenge 5: Optimization of the system performance.
The development of complex software systems is usually not a one-time task,
but involves frequent iterations of implementing new functionality, testing and
validating that functionality, and then improving it. Once ML models are in-
tegrated into such a software system, improving the functionality provided
by the system may involve improving one or more of the models. However,
pinpointing specific models that need to be retrained, especially in terms of
what is missing, is currently a labor-intensive, manual task that requires trac-
ing system-level tests back to the corresponding models. Providing support
for this task remains an open challenge. Furthermore, whenever we retrain a
model, it is currently unclear whether the entire system will benefit from this
improvement, or whether it remains a local improvement that does not affect
the entire system at all. Overall, the challenge is twofold. First, we need to
identify architectures that support the overall system benefiting from model
improvements, and second, we need to estimate this benefit in advance. The
Alternating End Loss Traing proposed above could help address this chal-
lenge by considering models in combination and scheduling retraining passes
according to which improvement would benefit the entire system. However,
its feasibility and effectiveness remain to be demonstrated.

Challenge 6: Testing of multi-ML-model systems.
Testing of multi-ML-model systems is a frequently mentioned challenge. Be-
cause ML-models are trained deductively from examples, instead of induc-
tively from fixed specifications, they are inherently difficult to test. Related
works have addressed this issue by proposing ML-specific testing methods [6,
7], but these are not yet widely adopted. More work is needed in that direc-
tion, especially to evaluate the feasibility of these methods in actual software
systems. Integrating multiple ML models in a software system further com-
plicates the issue of testing, as additional integration tests are needed. In se-
quentially applied models, errors are propagated through the entire pipeline,
which makes it hard to trace their origin.
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5.2 Research Agenda

For addressing the challenges and the corresponding research opportunities sum-
marized above, building up on the early ideas presented in this paper, we iden-
tified two concrete research directions that we will target next.

Integration patterns in practice. To obtain a better overview of the state
of the art regarding the development of ML-enabled software, we are going to
extend the mining study already discussed. Currently, the dataset used still con-
tains a number of relatively small and immature software systems, many of which
use only a single ML model. This could potentially be improved, by adapting
the filtering criteria, such as filtering them by their popularity at GitHub. Fur-
thermore, we will broaden the study by taking projects implemented in other
programming languages into account.

Furthermore, although the integration patterns observed in our preliminary
study are promising, we have to go deeper into detail. By extracting integration
patterns from additional systems we could potentially find additional patterns.
Also, by now we only have a high-level overview but have extract details on
how to actually implement these patterns. We must assess how often each in-
tegration pattern is used in practice and in which context it is used. Based on
this information, we can derive advantages and disadvantages of each pattern,
especially in terms of performance and robustness as considered in Challenges
1, 2, and 5. Additionally, we can analyze the subject systems for the usage of
further techniques to increase adversarial robustness, such as safeguards.

To get insights on how interactions among models are considered during their
training and testing, we will study training code and datasets in depth. To this
end, we can build upon the work of Idowu et al. [15] and their techniques to
identify code that belong to different steps of the training process. This way,
we aim to identify whether experiments are conducted together with system
development or in separate repositories and how testing at a system-wide scope
takes place (Challenge 3). The mapping of API calls to stages of ML development
provides a basis for characterizing the relationship between these stages. We can,
for example, determine if experiments are conducted on the entire pipeline or
only the single models are refined in isolation, or if the output of one model is
used as training data for the next one. Furthermore we can analyze the systems
for testing practices, for example, the test coverage of ML-and non-ML code or
the prevalence of model and data validation. We aim for identifying practices to
address the issue of testing pipelines with multiple ML models (Challenge 4).
This provides an empirical basis for addressing Challenge 6.

Building on top of this extended mining study, we could potentially conduct
a survey with developers regarding the most pressing challenges they face and
the reasoning behind the design choices we uncovered in the mining study. This
could also help to put the discovered architectures and practices into context,
separating good from bad practices.
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Training (multiple) ML models on a system-centric scope. In this paper,
we have already identified opportunities and discussed initial ideas for shifting
the training of multiple ML models from a model-centric to a system-centric
scope. In particular, the integrated training of multiple ML models following the
outlined training patterns would allow to consider a system-centric scope also
in the training of multi-ML systems, as targeted by Challenge 4. In this way,
the testing associated with the training process of ML models would be further
shifted towards a system scope, thus also addressing Challenge 6. Finally, as
outlined above, system-centric training could help to reduce the effort needed to
create and maintain training datasets, as well as to reduce the number of individ-
ual experiments needed to train the ML models of multi-ML systems (Challenge
3). To this end, we also want to assess how this idea is perceived by developers
and how it improves their systems and training processes.

Building on the ideas presented in this paper, the next step is a prototypical
implementation of the training patterns to evaluate the advantages and dis-
advantages of the proposed training patterns, particularly also concerning the
robustness of the AI-enabled system to adversarial inputs (Challenge 1) and the
impact on improving the system performance (Challenge 5). Here, the first chal-
lenge is that the ML model frameworks are not designed to be integrated into a
system as we envision it. In other words, for our pipeline to work properly and
for our ML models to be able to be trained, we need to merge the typical ML
training loop with the execution of our system.

Next, we need to properly define the metrics and losses, and come up with a
baseline against which to compare the effectiveness of the training patterns. We
propose to use the Individual Model Training as a baseline. The losses need to
be carefully defined and we will need to track what data each ML model needs
and outputs as well as what information might be lost due to further processing.
The question is how much of the data is left in the final result. One risk to
consider is that the end loss may also not accurately reflect the performance of
an individual model. Consider the following example. The end loss is the sum
of the deviation in cone position and cone color. The Yolov5 model made an
incorrect prediction, while the LiDAR model is already performing quite well
and the cone position is predicted close to the expected output. If we update
both models with the same loss, we are penalizing the LiDAR model for a good
prediction. This is something that Alternating End Loss Training could fix and
might be a peril in Simultaneous End Loss Training.

After properly defining the metrics and losses, we need to evaluate the ben-
efits of this system-centric training. Assuming that we can practically train ML
models that have the same performance and robustness as those trained using
traditional training, the aspects we need to evaluate and compare are mainly
the number of iterations used for training and the computational time. Another
factor is the amount of data required. In other words, how much is the dataset
reduced when training the pipeline as a whole. We believe that the reduction
is significant, but we do not have anything tangible. Another aspect is the gen-
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eralization of our proposed training patterns to other integration patterns that
differ from our example.

6 Conclusion

We presented an overview of how multiple ML models are integrated in AI-
enabled systems and how we can shift their training from a model-centric to a
system-centric scope. Our long-term goal is to gain a better understanding of
how we can rethink the development and training process for multi-ML model
systems and enable software engineers without extensive background in data
science to develop high-quality multi-ML systems. To this end, we want to be
able to make recommendations on how to simplify the training process based
on the context of the system. As a first step, we identified integration patterns
of ML models in AI-enabled systems, as well as training patterns for shifting
the training of ML models from a model-centric to a system-centric technique.
In doing so, we identified open challenges in systematically integrating multiple
ML models into a robust AI-enabled system and ensuring its performance and
robustness that need to be addressed by future research. To this end, in our
upcoming research, we will evaluate the identified training patterns and ML
model interactions in real-world multi-ML systems. In addition, we will further
evaluate the underlying integration patterns in ML-enabled software systems.
We will analyze a large set of ML-enabled systems and present our results in a
separate mining study.
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